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# Elección de estructuras de datos

## Justificación

**EnumMensajes:**

Se cuenta con un enumerado de mensajes el cual contendrá valores para cada tipo de mensajes, teniendo una función que, dependiendo del tipo de mensaje, despliegue cierto mensaje, esto nos ayuda a el mantenimiento de los errores ya que, si se necesita agregar, editar o eliminar un error, se hace desde un solo lugar.

**String:**

Se elige la estructura de string dinámico para trabajar con los textos debido a que es más óptimo en el uso de memoria, ya que calcula el tamaño exacto para los textos.

**ListaParametros:**

Elegimos una lista dinámica ya que no sabemos cuántos parámetros ingresara el usuario, así que esta puede ser muy grande.

**Termino:**

Armamos una estructura para representar el término. El mismo está conformado por 3 componentes: Signo, Base y Exponente.

**ListaTermino:**

Esta lista conformada por nodos de tipo Termino representa todos los términos que poseerá el polinomio. Se arma de tipo dinámica ya que no conocemos la cantidad de términos que tendrá el polinomio.

**Polinomio:**

Elegimos el tipo struct para representar el polinomio formado por un String para el nombre, y una lista de términos.

**ABBPolinomio:**

Elegimos una estructura de tipo Árbol Binario de Búsqueda, ya que la letra pide que los polinomios se ordenen en base a su nombre. Y como dice el nombre del tipo de dato, este tipo de estructura tiene mejores posibilidades a la hora de buscar.

**EnumComandos:**

Enumerado para mapear los comandos que se ingresan. Elegimos un enumerado para así, en caso de tener que agregar valores, no sería necesario volver a escribir los valores en cada lugar que se utilizan, sino solo modificar el enumerado.

## Escritura en C++ y cabezales

**Boolean.h**

typedef enum {FALSE, TRUE} Boolean;

**EnumMensajes.h**

Typedef enum {OK, NOMBRE\_INVALIDO, NUMERO\_INVALIDO, COMANDO\_INVALIDO,

YA\_EXISTE, NO\_INGRESO\_NOMBRE, NO\_INGRESO\_TERMINO} TipoMensaje;

void MostrarMensaje(TipoMensaje tipo);

**String.h**

#include "Boolean.h"

#include "EnumMensajes.h"

const int MAX = 80;

typedef char \* String;

int ConvertirCharANumero(String s);

void ConvertirTerminoAString(String s1, String &s2);

Boolean EsValidoNombre(String s);

Boolean EsValidoNumero(String s);

Boolean ValidarNombreArchivo(String s);

**ListaParametros.h**

#include "String.h"

typedef struct nodo\_string{String info; nodo\_string \* sig;} Nodo;

typedef Nodo \* ListaParam;

int CantParametros(ListaParam l);

void Parsear(String s, ListaParam &lista);

**Termino.h**

typedef struct {char signo; int base; int exponente;} Termino;

char DarSigno(Termino term);

int DarExponente(Termino term);

int DarBase(Termino term);

Termino ConvertirStringATermino (String s);

**ListaTerminos.h**

#include "Termino.h"

typedef struct nodo\_termino{Termino info; nodo\_termino \* sig;} Nodo;

typedef Nodo \* ListaTerm;

int CantTerminos(ListaTerm lista);

void InsTermBack(ListaTerm &lista, Termino term);

**Polinomio.h**

#include "ListaTerminos.h"

#include "ListaParametros.h"

typedef struct nodo\_int{String nombre; ListaTerm Listaterminos} Polinomio;

void DarNombre(Polinomio p);

void DarListaTerm(Polinomio p, ListaTerm &lista);

void Crear(Polinomio &p, ListaParam lista);

void Sumar(Polinomio a, Polinomio b, Polinomio &resu);

void Multiplicar(Polinomio a, Polinomio b, Polinomio &resu);

int Evaluar(Polinomio p, int x);

Boolean EsRaiz(Polinomio p, int x);

void GuardarPolinomio(Polinomio p, String archivo);

void RecuperarPolinomio(Polinomio &p, String poli, String archivo);

**ABBPolinomio.h**

#include "Polinomio.h"

typedef struct nodoN {Polinomio info; nodoN \*hizq; nodoN \*hder;} nodo;

typedef nodo \*Arbol;

void InicializarArbol(Arbol &ABB);

void MostrarABBPoli(Arbol ABBPoli);

void InsPoliABBPoli(Arbol &ABBPoli, Polinomio p);

Boolean ExistePolinomio(Arbol &ABBPoli, String nombre\_poli);

void DarPolinomio(Arbol &ABBPoli, String nombre\_poli);

**EnumComandos.h**

typedef enum{CREAR, SUMAR, MULTIPLICAR, EVALUAR, ES\_RAIZ, MOSTRAR, GUARDAR, RECUPERAR, SALIR} EnumComandos;

# Diagrama de inclusiones

![](data:image/png;base64,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)

# Seudocódigo

## Comandos del programa

|  |  |
| --- | --- |
| CrearPolinomio | |
| Entrada: | Lista de String cargada parámetros |
| Salida: | Nuevo Polinomio almacenado en el ABBPolinomio |
| Método: | Creo nueva Lista de terminos  Defino variable signo de tipo char  Defino variable base de tipo int  Defino variable cant\_terminos con CantParametros y le resto 2  Tomo segundo elemento de la lista de parámetros  Si EsValidoNombre es OK  Si  Recorro Lista de String a partir de segundo parámetro  Mientras haya elementos tomo elemento  Recorro String  Mientras no se llegue a carácter fin de linea  Tomo carácter del string  Si carácter es igual a ‘-‘  Guardo en variable signo ‘-‘  Tomo resto del string y lo guardo en una nueva variable temp  Valido variable temp con EsValidoNumero  Si EsValidoNumero es OK  Convierto el string temp a numero y lo guardo en variable base  Sino  MuestroMensaje de numero invalido  FinSi  Sino  Guardo en variable signo ‘+’  Tomo resto del string y lo guardo en una nueva variable temp  Valido variable temp con EsValidoNumero  Si EsValidoNumero es OK  Convierto el string temp a numero y lo guardo en variable base  Sino  MuestroMensaje de numero invalido  FinSino  Creo Termino con variables base, signo y cant\_terminos como exponente  Agrego termino al fila nueva lista de terminos  Resto 1 a cant\_terminos  Tomo siguiente string de la lista  FinMientras  FinMientras  Sino  MuestroMensaje de nombre invalido  Creo polinomio con nombre y la nueva lista de términos  Agrego polinomio a ABB |

|  |  |
| --- | --- |
| Sumar | |
| Entrada: | Dos polinomios a ser sumados  Polinomio vacío por referencia |
| Salida: |  |
| Método: | Obtengo términos de primer polinomio  Obtengo términos de segundo polinomio  Creo variable Booleana en FALSE  Creo variable j  Obtengo cantidad de elementos de cada lista de términos.  Si lista1 es más grande o son iguales  Recorro primer lista  Mientras lista1 no sea vacía  Obtengo exponente de término de primer lista  Si signo es igual ‘-’  Tomo base y multiplico por -1  FinSi  Recorro segunda lista desde j  Mientras lista2 no sea vacía y variable Booleana sea FALSE  Obtengo exponente de término de segunda lista  Si ambos exponentes son iguales  Seteo variable en TRUE  Si signo es igual a ‘-’  Tomo base y multiplico por -1  FinSi  Creo nuevo termino con base igual a suma de ambas bases y exponente  Agrego término a lista de términos  Guardo última posición recorrida en j  Sino  Creo nuevo termino con base igual a base y exponente  Agrego término a lista de términos  FinSi  FinMientras  FinMientras  Sino  Realizo el mismo procedimiento recorriendo primero lista2 y luego lista1.  FinSi  Agrego lista de términos a Polinomio vacío |

|  |  |
| --- | --- |
| Multiplicar | |
| Entrada: | 2 Polinomios String |
| Salida: | Polinomio cargado |
| Método: | Obtengo lista terminos de 1er polinomio  Obtengo lista términos de 2do polinomio  Creo variable char Signo  Creo Lista de terminos1, Lista de términos 2  Recorro primer lista  Mientras lista1 no sea vacía obtengo termino  Recorro segunda lista  Mientras lista2 no sea vacía obtengo termino  Si exponentes1 es mayor o igual a exponente2  Si base es distinta de 0  Sumo ambos exponentes  Obtengo bases de ambos términos y multiplico  Obtengo signos de ambos términos  Si ambos signos son ‘-’ o ambos signos son ‘+’  Asigno ‘+’ a variable Signo  Sino  Asigno ‘-‘ a variable Signo  FinSi  Creo termino con dichos datos  Inserto termino en lista términos1  FinSi  FinSi  FinMientras  FinMientras  Recorro segunda lista  Mientras lista2 no sea vacía obtengo termino  Recorro primer lista  Mientras lista1 no sea vacía obtengo termino  Si exponentes2 es mayor a exponente1  Si base es distinta de 0  Sumo ambos exponentes  Obtengo bases de ambos términos y multiplico  Obtengo signos de ambos términos  Si ambos signos son ‘-’ o ambos signos son ‘+’  Asigno ‘+’ a variable Signo  Sino  Asigno ‘-‘ a variable Signo  FinSi  Creo termino con dichos datos  Inserto termino en lista términos2  FinSi  FinSi  FinMientras  FinMientras  Llamo a Procedimiento sumar pasando ambas listas de términos  Creo nuevo polinomio con String de nombre y Lista cargada con suma de términos. |

|  |  |
| --- | --- |
| Evaluar | |
| Entrada: | Polinomio Entero para evaluación |
| Salida: | Valor del polinomio dado el entero de entrada |
| Método: | Creo variable total = 0  Creo variable temp  Tomo lista de terminos  Obtengo termino  Mientras que la lista no sea nula  Si base es diferente a 0  . Obtengo exponente  . Defino temp = entrada  . Si exponente es mayor a 1  . . Defino variable i igual a exponente  . . Mientras i sea mayor a 1  . . . Temp = Temp \* entrada  . . . Resto 1 a variable i  . . FinMientras  . . Obtengo signo  . . Temp = temp \* base  . FinSi  . Sino  . . Si exponente es igual a 1  . . Multiplico entrada por base y lo guardo en Temp  . . FinSI  . . Sino  . . . Si exponente = 0  . . . Temp = a base.  . . . FinSI  . . FinSino  . FinSino  FinSI  Si signo = ‘-‘  Temp = Temp por -1  Total = Total + Temp  Tomo siguiente termino  FinMientras Devuelvo valor total por pantalla |

|  |  |
| --- | --- |
| **EsRaiz** | |
| **Entrada:** | Polinomio  Entero para calcular |
| **Salida:** | TRUE, FALSE |
| **Método:** | Creo variable Boolean en FALSE  Si Evaluar de valor ingresado es igual a 0  Guardo variable en TRUE  Retorno variable Boolean |

|  |  |
| --- | --- |
| MostrarABBPolinomio | |
| Entrada: | ABB polinomios |
| Salida: | Salida por pantalla |
| Método: | Si el ABB no es vacio  MostrarABBPolinomio ABB hijo izquierdo  Tomo Polinomio del ABB  MostrarPolinomio tomado del ABB  Desplego en pantalla salto de linea  MostrarABBPolinomio ABB hijo derecho  FinSi |

|  |  |
| --- | --- |
| GuardarPolinomio | |
| Entrada: | Polinomio String con el nombre del archivo |
| Salida: |  |
| Método: | Defino f como archivo en modo ‘wb’  Defino variable str de tipo string  Tomo Lista de Terminos  Tomo primer valor de la lista  Mientras que la lista no se nula  Convierto TerminoAString y lo guardo en variable str  Agrego a str “ “  Tomo siguiente valor de la lista  FinMientras  Quito el ultimo carácter “ “ del string  Agrego a la variable str el carácter ‘\0’  GuardarString en archivo f |

|  |  |
| --- | --- |
| RecuperarPolinomio | |
| Entrada: | String con nombre del nuevo polinomio String con el nombre del archivo |
| Salida: | String con comando crear polinomio |
| Método: | Defino f como archivo en modo ‘rb’  Defino variable comando de tipo string  Cargo en variable comando “crear ”  Agrego a variabe commando el string con el nomde del polinomio + “ “  Leo primer carácter del archivo  Mientras que no sea el final del archivo y que aux no sea ‘\0’  Guardo el carácter en string comando  Tomo siguiente carácter  FinMientras  Guardo en string comando carácter ‘\0’  Parseo el String comando y obtengo lista de Parametros  CrearPolinomio con la lista de parametros |

## Funciones y Procedimiento auxiliares

|  |  |
| --- | --- |
| GuardarString | |
| Entrada: | String Referencia a archivo |
| Salida: | String en el archivo |
| Método: | Tomo primer caracter  Mientas que carácter sea diferenta a fin de linea  Escribo carácter en archivo  Tomo siguiente caracter  FinMientras  Escribo carácter fin de linea en archivo |

|  |  |
| --- | --- |
| GuardarTermino | |
| Entrada: | Termino Referencia a archivo |
| Salida: | Termino en el archivo |
| Método: | Tomo signo del termino y la guardo en el archivo  Tomo base del termino y la guardo en el archivo  Tomo exponente del termino y lo guardo en el archivo |

|  |  |
| --- | --- |
| IngresarComando | |
| Entrada: | Caracteres ingresados por teclado |
| Salida: | - |
| Método: | Creo un string nulo (strcrear) Cargo lo ingresado en un string dinámico (scan) Parsear el string ingresado |

|  |  |
| --- | --- |
| Parsear | |
| Entrada: | String de comandos |
| Salida: | Lista de Strings |
| Método: | Creo nuevo string  Recorro String de comandos  Mientras caracter sea distinto a fin de línea  Si carácter es distinto a espacio  Cargo String con carácter  Sino  Agrego caracter fin de línea  Guardo nuevo String en lista de String  Creo nuevo string  FinMientras |

|  |  |
| --- | --- |
| ValidarComando | |
| Entrada: | String |
| Salida: | TRUE, FALSE |
| Método: | Guardo valor FALSE  Tomo primer enumerado.  Mientras haya enumerados de comandos Y valor guardado sea FALSE  Si el String de entrada es igual al enumerado de comandos  Guardo valor TRUE  Sino  Tomo el proximo enumerado  FinMientras  SI el valor guardado es TRUE  Devuelvo TRUE  Sino  Devuelvo FALSE |

|  |  |
| --- | --- |
| EsValidoNombre | |
| Entrada: | String cargado |
| Salida: | TRUE, FALSE |
| Método: | Recorro String  Mientras carácter sea distinto a carácter fin de línea y variable sea TRUE  Si carácter >= ‘a’ y caracter <= ‘z’  o carácter >= ‘A’ y caracter <= ‘Z’  o carácter >= ‘0’ y caracter <= ‘9’ entonces  Seteo variable en TRUE  Sino  Seteo variable en FALSE  FinMientras |

|  |  |
| --- | --- |
| EsValidoNumero | |
| Entrada: | String cargado |
| Salida: | TRUE, FALSE |
| Método: | Recorro String  Mientras carácter sea distinto a carácter fin de línea y variable sea TRUE  Si carácter es ‘-’ entonces tomo el siguiente caracter  Si carácter >= ‘0’ y carácter <= ‘9’ entonces  Seteo variable en TRUE  Sino  Seteo variable en FALSE  Sino  Si carácter >= ‘0’ y carácter <= ‘9’ entonces  Seteo variable en TRUE  Sino  Seteo variable en FALSE  FinMientras |

|  |  |
| --- | --- |
| ConvertirStringATermino | |
| Entrada: | String |
| Salida: | Termino |
| Método: | Defino nuevo termino vacio.  Recorro string  Mientras carácter sea distinto a fin de línea  Si carácter es ‘-‘  Guardo signo en Signo  Sino  Guardo signo ‘+’ en Signo  ConvertirCharANumero  Guardo valor en base  FinSi  FinMientras |

|  |  |
| --- | --- |
| CantParametros | |
| Entrada: | Lista de tipo ListaParam cargada |
| Salida: | Int |
| Método: | Declaro variable cant  Recorro lista  Mientras haya ítems en lista  Sumo uno a variable cant  FinMientras |

|  |  |
| --- | --- |
| CantTerminos | |
| Entrada: | Lista de tipo ListaTerm cargada |
| Salida: | Int |
| Método: | Declaro variable cant  Recorro lista  Mientras haya ítems en lista  Sumo uno a variable cant  FinMientras |

|  |  |
| --- | --- |
| ConvertirCharANumero | |
| Entrada: | String cargado |
| Salida: | Int |
| Método: | Creo variables cantItems, contador, resultado, multiplicador en 1, i  Recorro String  Mientras carácter sea distinto a carácter fin de línea  Sumo uno a variable cantItems  FinMientras  Asigno valor de cantItems a variable i  Para cada elemento de String mientras contador sea menor a i  Asigno a resultado, (valor de resultado mas valor de carácter en posicion cantItems menos 1) – 48 por multiplicador  Asigno a multiplicador valor de multiplicador, multiplicado por 10  Resto uno a cantItems  FinParaCada  Retorno variable resultado |

|  |  |
| --- | --- |
| MostrarPolinomio | |
| Entrada: | Polinomio |
| Salida: | Salida por pantalla |
| Método: | Muestro nombre polinomio  Muestro “ = “  Tomo lista de terminos  Tomo primer termino de la lista  Mientras que la lista no sea vasia  MuestroTermino de la lista  Despliego “ “ por pantalla  Tomo el proximo termino de la lista  FinMientras |

|  |  |
| --- | --- |
| TerminoAString | |
| Entrada: | Termino |
| Salida: | String |
| Método: | // FALTA HACER |

# Planificación – Gantt

# 